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Abstract

Graphs and metrics are two of the most ubiquitous, versatile and powerful tools in modern computing.
Both are general enough to be widely applicable but structured enough to facilitate efficient algorithms.
However, the modern proliferation of data has led to graphs and metrics of practical importance which are
of unprecedented size. For this reason, now more than ever, understanding how to sparsify or otherwise
effectively reduce the size of a graph or metric is of great importance. We propose new results in graph
and metric sparsification using tools from combinatorial optimization, metric embeddings, approximation
algorithms and online algorithms.

In the first part of this thesis proposal we provide new results on and directions for classical questions
in graph and metric sparsification. First, we propose a new sort of tree embedding of metrics which embeds
each point in a metric into boundedly-many copies. Using these embeddings we give the first non-trivial
deterministic algorithm for online group Steiner tree and the demand robust version of many Steiner
problems. Second, we give a new attack and preliminary results on one of the most basic sparsification
questions in directed graphs: how to find a minimum cardinality subgraph which preserves all connectivity
relationships between vertices.

In the second part of this proposal we investigate how the interactions between a graph and its induced
metric affect compact representations. First, we study how to overcome the challenges of meaningfully
incorporating graph structure in the form of hop-constraints into metric embeddings and network design
problems. In particular, we give the first tree embeddings for the hop-constrained distances in a graph.
Using these embeddings we give the first poly-log bicriteria algorithms for the hop-constrained version
of many classic network design problems. Second, we investigate how graph structure can make metric
sparsification easier. In particular, we study the Steiner point removal problem where we must vertex-
sparsify a graph from a structured family. We give the first O(1) distortion Steiner point removal solutions
on series-parallel graphs as well as new approaches for Steiner point removal in planar graphs.
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1 Introduction

Graphs and metrics are two of the most versatile tools in modern computing. Both are general enough to find
wide-reaching applications but sufficiently structured enough to form the foundation of many algorithms.
Indeed the rich and beautiful structure of graphs and metrics has driven algorithmic advances in areas as
varied as computational biology, distributed computing, machine learning and chip design. In large part
these applications are made possible by the the ability of graphs and metrics to model costs, congestion and
distances in a variety of networks—including protein, transportation, manufacturing, computer, social and
epidemiological networks. More generally, their ability to mathematically formalize a notion of “connected-
ness” and “closeness” lays the foundation for many applications such as how graphs and metrics form the
basis of a great deal of work on planning and knowledge representation in AI.

While graphs and metrics form the foundation of much of modern computing, a proliferation of data has led
to modern graphs and metrics that dwarf their predecessors. For instance, the social and knowledge graphs
of companies like Google and Facebook have billions of vertices and hundreds of billions of edges [20].
Similarly, a flurry of work in molecular biology has led to the discovery of genomic and protein networks of
interest whose interactions are described by singularly massive graphs [17]. Thus, modern algorithms for
graphs and metrics are faced with the daunting task of computing over huge and complex inputs.

One of the most powerful and flexible tools for meeting the algorithmic challenges posed by massive graphs
and metrics is sparsification and compression. Here, otherwise intractably large graphs and metrics are
sparsified or otherwise made concise while preserving salient properties of the input. As exact compressions
of a graph and metric are often impossible, these techniques often only approximately preserve certain
properties of the graph. Applying these strategies can make otherwise intractably large problems significantly
smaller, thereby opening the door to efficient algorithms.

In this thesis we give new results in graph sparsification and compression. We will use tools and
perspectives from combinatorial optimization, metric embeddings, approximation algorithms
and online algorithms.

1.1 Part One Overview

In the first part of this thesis we revisit two classic questions regarding how to concisely represent metrics
and graphs respectively.

1. Tree embeddings of metrics: Trees are among the simplest graphs. Indeed, by way of classical ideas—
such as dynamic programming—their simple structure makes many otherwise intractable problems
efficiently solvable. Naturally, then, a great deal of work has focused on how to approximate arbitrary
metrics by trees. As an arbitrary metric is provably inapproximable by a single tree, conventionally,
this work has focused on how to approximate a metric by a distribution over trees. However, the
probabilistic nature of these embeddings makes these embeddings unsuitable for many well-studied
settings—such as online settings with adaptive adversaries or demand-robust optimization.

We investigate new tree embeddings of metrics which deterministically approximate an arbitrary metric
by a tree. Our key insight is that the above barrier to approximating a metric by a single tree can be
overcome if we allow our tree to contain (boundedely-many) copies of each vertex. We term these
embeddings copy tree embeddings. We give constructions of copy tree embeddings and use these
embeddings to build new approximation algorithms for several Steiner-type problems in online and
demand-robust settings. Much of this is based on Haeupler et al. [36].
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2. Minimum connectivity-preserving subgraphs: Similarly, a well-studied notion of graph sparsifica-
tion is that of finding a small subgraph which preserves specified connectivity constraints. A classic
such problem—the minimum strongly connected subgraph problem—tasks us with finding the strongly-
connected (and spanning) subgraph with the fewest number of edges (minimum weight in the weighted
case) of a strongly connected digraph. This problem is both of great practical interest—algorithms for
this problem have been used to concisely represent the interactions of protein networks [11]—and great
theoretical interest—it connects to many beautiful classic ideas in combinatorial optimization such
as Lovász and Mader’s splitting off theorems, Edmond’s arborescence packing and Jain’s uncrossing
technique.

While NP-hard, a variety of approximation algorithms have been proposed for the various problems
in this space. The current best approximation for the weighted version of this problem is a simple 2
approximation while the unweighted problem admits a 3/2 approximation [55] and the unweighted
k-arc version admits a 1 + 1/k approximation [48].

We propose a new attack on problems in this space that is simple yet general. We give some preliminary
results that make this approach seem promising including a simple 3/2 approximation for certain
special cases of the unweighted MSCSS problem.

1.2 Part Two Overview

In the second part of this thesis we aim to examine the interplay between graphs and their induced metrics
and how this relates to concise representations of graphs.

While every graph induces a metric, a graph can provide a metric with rich structure that a metric alone does
not exhibit. Concretely, consider the following two senses in which a graph provides its induced metric with
additional structure.

1. First, the set of all metrics induced by a minor-closed family of graphs is a strict subset of all metrics:
for example, not every metric can be induced by a planar graph. In this way, considering a metric along
with the graph that induces it can provide the induced metric with additional structure.

2. Second, while the metric we typically associate with a weighted graph is the shortest path metric—
where the distance between two vertices is the minimum weight of a path connecting them—a weighted
graph really induces two metrics. The first is the usual shortest path metric but the second is the
hop-distance metric where the distance between two nodes is the minimum number of edges in a path
connecting these nodes. These two metrics together define a notion of hop-constrained distances where
the distance between two nodes is defined as the shortest path with at most some specified number of
edges. A metric without the graph that induces it provides no such notion of hop-constrained distances.

On one hand, the structure a graph provides a metric with can be a boon to algorithms and embeddings.
For example, many graph problems are significantly easier when the input metric is a tree, series-parallel,
planar or, more generally, from a minor-closed family [5, 35, 56]. Similarly, metrics induced by well-behaved
graphs admit embeddings that general metrics do not [16, 31, 46].

On the other hand, the additional structure afforded to a metric by the graph that induces it presents unique
algorithmic challenges. Many problems become significantly more challenging when we require our input
solution to conform not only to the input metric but also to the structure of the graph which induces the metric.
For example, consider minimum spanning tree (MST). To solve MST on a weighted graph G one can just as
easily solve MST on the metric completion of G (and then project back our solution to G in the natural way)
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without any loss in the quality of our solution. Thus, in this sense MST does not meaningfully incorporate the
structure of the input graph as one can assume without loss of generality that the problem is on a metric not a
graph. In this way MST—and many other classical connectivity problems—are not really graph problems at
all; rather they are really problems about metrics. However, if we desire a hop-constrained MST—where the
hop-distance between any two nodes must not exceed some specified bound—no such reduction to MST on a
metric is possible; a metric has no notion of hop-distance. Indeed, while MST is well-known to be solvable
in polynomial-time, hop-constrained MST problem is known to admit no o(log n) approximation under the
assumption P 6= NP [4]. Thus, incorporating graph structure into a solution can make a problem significantly
more algorithmically challenging.

Moreover, incorporating graph structure into a solution can be of great practical value. Consider, for example,
the case of hop-constrained MST. MST has been extensively used as a subroutine to compute low-cost
(computer) networks in which every node is able to communicate with every other node. A hop-constrained
MST naturally lead to networks with lower latencies as messages between nodes must travel fewer links in the
network [54, 57]. Additionally, if we imagine that a transmission over an edge fails with some probability—as
has been observed to occur in practice—then by minimizing the number of edges messages must travel we
can reduce the probability that a communication fails and achieve more reliable networks [54, 57].

Summarizing, in our search for compact representations, we cannot view graphs and metrics in isolation.
Rather the interactions between a graph and its induced metric must be taken into account; both to exploit the
additional structure that such interactions provide and to meet the important algorithmic challenges that arise
from these interactions.

In the second half of this thesis we aim to better understand how the interactions between a graph’s metric
and structure affect compact representations.

1. Concise representations of hop-constrained distances: We first investigate compact representations
of hop-constrained distances. Just as it is useful to embed a metric into simple structures such as trees,
so too is it useful to embed hop-constrained distances into trees. However, the complexity inherent
in hop-constrained distances makes tree-like summarizations significantly more challenging than the
metric case. Indeed, not only are hop-constrained distances not metric (as they fail to satisfy the triangle
inequality) but even the humble path graph demonstrates that they are, in some sense, inapproximable
by metrics. This fact not only seems to rule out an embedding of hop-constrained distances into trees
but as a distribution over metrics is itself a metric, it seems to rule out embedding hop-constrained
distances into any distribution of metrics.

Despite these apparent roadblocks we demonstrate how to concisely represent hop-constrained distances
by the metric of a weighted tree. The crucial insight we make is that the above impossibility results
only hold if we our goal is to embed the hop-constrained distances between all nodes into a metric.
Thus, we are able to approximate the hop-constrained distances by a tree by only embedding a (large)
constant fraction of our nodes into a tree. These results are based on Haeupler et al. [37].

We additionally investigate the hop-constrained analogues of classic concise representations of metrics
such as analogues of shortest path trees and spanners.

2. Hop-constrained network design: Next, we investigate new approximation algorithms for various
network design problems with hop-constraints. As mentioned above hop-constraints make network
design problems significantly more challenging. For example, while Steiner forest admits a constant
approximation, Steiner forest with hop-constraints is known to admit no o(2log

1−ε n)-approximation
for any ε > 0. Using our above embeddings of hop-constrained distances into trees and by relaxing
our algorithms to be bicriteria, we overcome these impossibility results and give the first (poly-log,
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poly-log) bicriteria approximations for the hop-constrained versions of many classic network design
problems such as Steiner forest, group Steiner tree and group Steiner forest as well as the online and
oblivious versions of these problems. We give many of these results in Haeupler et al. [37].

We also propose new attacks on improving the bounds for hop-constrained MST.

3. Improved embeddings for structured graph families: Lastly, we investigate how the structure of a
graph can enable improved embeddings. Specifically, we focus on the Steiner point removal (SPR)
wherein we are given a weighted graph and a collection of terminals and must compute a weighted
minor just on the terminals which approximates the input metric. It is conjectured that if the input graph
belongs to a (non-trivial) minor-closed family then such an embedding is possible with multiplicative
distortion O(1).

We show that series-parallel graphs admit O(1) distortion SPR solutions extending the frontier of what
minor-closed families are known to admit O(1) distortion SPR solutions. These result are detailed in
Hershkowitz and Li [38]. Lastly, we propose new directions for SPR in planar graphs which extend
our approach for series-parallel graphs.

2 Part One: Revisiting Classic Compact Representations

In this section we give new results for and propose future work in two classic questions regarding graph and
metric sparsification: how to represent a metric by a tree and how to find sparse subgraphs which preserve
connectivity.

2.1 New Tree Embeddings: Copy Tree Embeddings

Probabilistic embeddings of general metrics into distributions over trees are some of the best studied notions
of graph sparsification and one of the most versatile tools in combinatorial and network optimization. The
beauty and utility of these tree embeddings comes from the fact that their application is often simple, yet
extremely powerful. Indeed, when modeling a network with length, costs, or capacities as a weighted graph,
these embeddings often allow one to pretend that the graph is a tree. A common template for countless
network design algorithms is to (1) embed the input weighted graph G into a randomly sampled tree T that
approximately preserves the weight structure of G; (2) solve the input problem on T and; (3) project the
solution on T back into G.

A long and celebrated line of work [2, 8, 23, 40] culminated in the embedding of Fakcharoenphol, Rao and
Talwar [23]—henceforth the “FRT embedding”—which showed that any weighted graph on n nodes can be
embedded into a distribution over weighted trees in a way that O(log n)-approximately preserves distances
in expectation. Together with the above template this reduces many graph problems to much easier problems
on trees at the cost of an O(log n) approximation factor. This has lead to a myriad of approximation, online,
and dynamic algorithms with poly-logarithmic approximations and competitive ratios for NP-hard problems
such as for k-server [7], metrical task systems [9], group Steiner tree and group Steiner forest [3, 30, 51],
buy-at-bulk network design [6] and (oblivious) routing [52]. For many of these problems tree embeddings
are the only known way of obtaining such algorithms on general graphs.

Probabilistic tree embeddings have a drawback: Algorithms based on them naturally require randomization
and their approximation guarantees only hold in expectation. For approximation algorithms—i.e., in the
offline setting—there are derandomization tools, such as the FRT derandomizations given in [15, 23], to
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overcome these issues. These derandomization results are so general that essentially any offline algorithm
based on tree embeddings can be transformed into a deterministic algorithm with matching approximation
guarantees (with only a moderate increase in running time). Unfortunately, these strategies are not applicable
to online or dynamic settings where an adversary progressively reveals the input. Indeed, to our knowledge,
all online and dynamic algorithms that use FRT are randomized (e.g. [3, 9, 21, 22, 25, 32, 34, 51]).1.

This overwhelming evidence in the literature is driven by a well-known and fundamental barrier to the use of
probabilistic tree embeddings in deterministic online and dynamic algorithms. More specifically and even
worse, this is a barrier which prevents these algorithms from working against all but the weakest type of
adversary. In particular, designing an online or dynamic algorithm which is robust to an oblivious adversary
(which fixes all requests in advance, independently of the algorithm’s randomness) is often much easier than
designing an algorithm which is robust to an adaptive adversary (which chooses the next request based on
the algorithm’s current solution). As the actions of a deterministic algorithm can be fully predicted this
distinction only holds for randomized algorithms—any deterministic algorithm has to always work against
an adaptive adversary. For these reasons, many online and dynamic algorithms have exponentially worse
competitive ratios in the deterministic or adaptive adversary setting than in the oblivious adversary setting.
This is independent of computational complexity considerations.

The above barrier results from a repeatedly recognized and seemingly unavoidable phenomenon which
prevents online algorithms built on FRT from working against adaptive adversaries. Specifically, there are
graphs where every tree embedding must have many node pairs with polynomially-stretched distances [8].
There is nothing that prevents an adversary then from learning through the online algorithm’s responses
which tree was sampled and then tailoring the remainder of the online instance to pairs of nodes that have
highly stretched distances. The exact same phenomenon occurs in the dynamic setting; see, for example,
Guo et al. [32] and Gupta et al. [34] for dynamic algorithms with expected cost guarantees that only hold
against oblivious adversaries because they are based on FRT. In summary, online and dynamic algorithms
that use probabilistic tree embeddings seem inherently randomized and seem to necessarily only work against
adversaries oblivious to this randomness.

Overall it seems fair to say that prior to this work tree embeddings seemed fundamentally incapable of
enabling adaptive-adversary-robust and deterministic algorithms in several well-studied settings.

2.1.1 Copy Tree Embeddings and Their Applications

We propose a new type of tree embedding which addresses these issues by deterministically embedding a
graph into a single tree containing O(log n) copies of each vertex while preserving the connectivity structure
of every subgraph and O(log2 n)-approximating the cost of every subgraph.

Using this embedding we obtain several new algorithmic results: We reduce an open question of Alon
et al. [3]—the existence of a deterministic poly-log-competitive algorithm for online group Steiner tree on a
general graph—to its tree case. We give a poly-log-competitive deterministic algorithm for a closely related
problem—online partial group Steiner tree—which, roughly, is a bicriteria version of online group Steiner
tree. Lastly, we give the first poly-log approximations for demand-robust Steiner forest, group Steiner tree
and group Steiner forest. In demand-robust problems an algorithm is given a collection of possible problems
for which it is responsible, buys a partial solution with discounted costs in a first stage and then an (adaptive)

1We exclude so called “oblivious” solutions in this statement which can be interpreted as solving “simple” online problems that
allow for “oblivious” solutions where choices for each part of the input can be made independently—most problems provably do not
admit oblivious solutions.
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adversary reveals the problem which the algorithm must complete its partial solution in the second stage with
inflated costs.

To precisely define our embeddings we define a copy mapping φ which maps a vertex v to its copies.
Definition 1 (Copy Mapping). Given vertex sets V and V ′ we say φ : V → 2V

′
is a copy mapping if every

node has at least one copy (i.e. |φ(v)| ≥ 1 for all v ∈ V ), copies are disjoint (i.e. φ(v)∩φ(u) = ∅ for u 6= v)
and every node in V ′ is a copy of some node (i.e. for every v′ ∈ V ′ there is some v ∈ V where v′ ∈ φ(v)).
For v′ ∈ V ′, we use the shorthand φ−1(v′) to stand for the unique v ∈ V such that v′ ∈ φ(v).

A copy tree embedding for a weighted graph G now simply consists of a tree T on copies of vertices of G
with one distinguished root and two mappings πG→T and πT→G which map subsets of edges fromG to T and
from T to G in a way that preserves connectivity and approximately preserves costs. We say that two vertex
subsets U,W are connected in a graph if there is a u ∈ U and w ∈W such that u and w are connected. We
also say that a mapping π : 2E → 2E

′
is monotone if for every A ⊆ B we have that π(A) ⊆ π(B). A rooted

tree T = (V,E,w) is well-separated if for all edges e if e′ is a child edge of e in T then w(e′) ≤ 1
2w(e).

Definition 2 (α-Approximate Copy Tree Embedding with Copy Number χ). Let G = (V,E,w) be a
weighted graph with some distinguished root r ∈ V . An α-approximate copy tree embedding with copy
number χ consists of a weighted rooted tree T = (V ′, E′, w′), a copy mapping φ : V → 2V

′
and edge

mapping functions πG→T : 2E → 2E
′

and πT→G : 2E
′ → 2E where πT→G : 2E

′ → 2E is monotone and:

1. Connectivity Preservation: For all F ⊆ E and u, v ∈ V if u, v are connected by F , then φ(u), φ(v) ⊆
V ′ are connected by πG→T (F ). Symmetrically, for all F ′ ⊆ E′ and u′, v′ ∈ V ′ if u′ and v′ are
connected by F ′ then φ−1(u′) and φ−1(v′) are connected by πT→G(F ′).

2. α-Cost Preservation: For any F ⊆ E we have w(F ) ≤ α · w′(πG→T (F )) and for any F ′ ⊆ E′ we
have w′(F ′) ≤ w(πT→G(F ′)).

3. Copy Number: |φ(v)| ≤ χ for all v ∈ V and φ(r) = {r′} where r′ is the root of T .

A copy tree embedding is efficient if T , φ, and πT→G are deterministically poly-time computable and
well-separated if T is well-separated.

The following theorem summarizes the guarantees of our copy tree embedding construction.
Theorem 1. There is a poly-time deterministic algorithm which given any weighted graph G = (V,E,w)
and root r ∈ V computes an efficient and well-separated O(log2 n)-approximate copy tree embedding with
copy number O(log n).

We next apply our copy tree embeddings to obtain new results for several online and demand-robust
connectivity problems whose history we briefly summarize now. Group Steiner tree and group Steiner forest
are two well-studied generalizations of set cover and Steiner tree. In the group Steiner tree problem, we
are given a weighted graph G = (V,E,w) and groups g1, . . . , gk ⊆ V and must return a subgraph of G of
minimum weight which contains at least one vertex from each group. The group Steiner forest problem
generalizes group Steiner tree. Here, we are given Ai, Bi ⊆ V pairs and for each i we must connect some
vertex fromAi to some vertex inBi. Alon et al. [3] and Naor et al. [51] each gave a poly-log approximation for
online group Steiner tree and forest respectively but both of these approximation guarantees are randomized
and only hold against oblivious adversaries because they rely on FRT. Indeed, Alon et al. [3] posed the
existence of a deterministic poly-log approximation for online group Steiner tree as an open question which
has since been restated several times [12, 13]. Similarly, while demand-robust minimum spanning tree and
special cases of demand-robust Steiner tree have received considerable attention [19, 41, 42], there are no
known poly-log approximations for demand-robust Steiner tree, group Steiner tree or group Steiner forest.
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The following theorems summarize our result for deterministic online group Steiner tree and forest as well as
for the aformentioned partial group Steiner tree problem where “1− ε-connection competitive” means that
our algorithm satisfies all but an ε fraction of its connectivity requirements.
Theorem 2. If there exists an α-competitive poly-time deterministic algorithm for group Steiner tree (resp.
group Steiner forest) on well-separated trees then there exists an O(log n · α)-competitive poly-time deter-
ministic algorithm for group Steiner tree (resp. group Steiner forest) on general graphs.

Theorem 3. There is a deterministic poly-time algorithm for online partial group Steiner tree which given
any ε > 0 is O

(
log3 n
ε

)
-cost-competitive and (1− ε)-connection competitive.

We next generalize copy tree embeddings to demand-robust copy tree embeddings. Roughly, these are copy
tree embeddings which simultaneously work well for every possible demand-robust scenario. We then adapt
our analysis from our previous constructions to show that these copy tree embeddings exist. Lastly, we apply
demand-robust copy tree embeddings to give poly-log approximations for the demand-robust versions of
several Steiner problems—Steiner forest, group Steiner tree and group Steiner forest—for which, prior to this
work, nearly nothing was known. In particular, the only non-trivial algorithms known for demand-robust
Steiner problems prior to this work are an algorithm for demand-robust Steiner tree [19] and an algorithm for
demand-robust Steiner forest on trees with exponential scenarios [24] (which is, in general, incomparable to
the usual demand-robust setting). To show these results, we apply our demand-robust copy tree embeddings
to reduce these problems to their tree case. Thus, we also give our results on trees which are themselves
non-trivial.
Theorem 4. There is a randomized poly-time O(log4 n)-approximation algorithm for the demand-robust
group Steiner tree problem on weighted graphs.
Theorem 5. There is a randomized poly-time O(log6 n)-approximation for the demand-robust group Steiner
forest problem on weighted graphs with polynomially-bounded aspect ratio.

Demand-robust group Steiner forest generalizes demand-robust Steiner forest and prior to this work no
poly-log approximations were known for demand-robust Steiner forest; thus the above result gives the first
poly-log approximation for demand-robust Steiner forest. We solve the tree case of the above problems by
observing a connection between demand-robust and online algorithms. In particular, we exploit the fact that
for certain online rounding schemes a demand-robust problem can be seen as an online problem with two time
steps provided certain natural properties are met. Notably, these properties will be met for these problems
on trees. Thus, we emphasize that going through the copy tree embedding is crucial for our application—a
more direct approach of using online rounding schemes on the general problem does not seem to yield useful
results.

2.1.2 Future Directions

There are at least two directions which we feel would be interesting to explore in regards copy tree embeddings.

1. Bienkowski et al. [12] recently gave a deterministic algorithm for online non-metric facility location—
which is equivalent to online group Steiner tree on trees of depth 2—with a poly-log-competitive ratio
and stated that they expect their techniques will extend to online group Steiner tree on trees. A very
exciting direction for future work would thus be to extend these techniques to general depth trees
which, when combined with our reduction to the tree case, would prove the existence of a deterministic
poly-log-competitive algorithm for online group Steiner tree, settling the open question of Alon et al.
[3].
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2. It would be interesting to prove lower bounds on copy tree embedding parameters, such as, more
rigorously characterizing the tradeoffs between the number of copies and the cost approximation factor.
One should also consider the possibility of improved constructions. For example: Is it possible to get
a logarithmic approximation with few copies, maybe even a constant number of copies? It is easy
to see that with an exponential number of copies—one for each possible subgraph—a perfect cost
approximation factor of one is possible. Can one show that a sub-logarithmic distortion is impossible
with a polynomial number of copies? We currently do not even have a proof that excludes a constant
cost approximation factor with a constant copy number.

2.2 Connectivity-Preserving Subgraphs: MSCSS

One of the most well studied notions of graph sparsification is that of a small weight subgraph of a weighted
graph which preserves certain connectivity relationships in the input graph. In this section we revisit one
of the simplest such problems on directed graphs: the minimum strongly connected spanning subgraph
(MSCSS) problem. In the MSCSS problem we are given a weighted digraph D = (V,A,w) and our goal is
to find a subdigraph H ⊆ D of minimum edge cardinality.

On the lower bounds side the MSCSS problem is know to be APX-hard and the natural LP, given below, is
known to have an integrality gap of at least 4/3 [11].

min
∑
a∈A

xa s.t. (MSCSS LP)∑
a∈δ+(S)

xa ≥ 1 ∀S s.t. ∅ ⊂ S ⊂ V

On the upper bounds side a series of works culminated in an intricate combinatorial algorithm of Vetta [55]
which gives a 3/2 approximation (as well as an upper bound of 3/2 on the integrality gap of the natural LP)
by way of a great deal of case analysis. A tantalizing open question is whether the current 3/2 approximation
can be improved to a 4/3 approximation or if there exists an instance with integrality gap at least 3/2.

There are two well-studied generalizations of MSCSS. In the weighted MSCSS problem we must find not a
minimum edge-cardinality subgraph but a minimum edge-weight subgraph. For this problem the natural LP
has an integrality gap of at least 3/2 [48] and a simple 2 approximation is known. Second, in the k-MSCSS
problem the goal is to find a k-arc connected subdigraph of minimum arc cardinality. A series of works
resulted in a min

(
5
3 , 1 + 1

k

)
approximation for this problem. Notice that for k = 1 the mentioned algorithm

has a worse approximation guarantee than the 3/2 approximation of Vetta [55]. It is also known that no
approximation better than 1 +O( 1k ) is possible [29].

2.2.1 A New Attack on MSCSS

We propose a new general approach for MSCSS-type problems.

Consider the (unweighted) MSCSS problem as described above. It is well-known and easy to verify that
given a fixed root r ∈ V the union of an r-in-arborescence and r-out-arborescence gives a 2 approximation.
A natural local-search-type algorithm, then, is one which starts with an r-in-arborescence I and r-out-
arborescenceO, and argues that either |I∪O| is close to the cost of the optimal solution or that I andO can be
modified to new r-in-arborescences and r-out-arborescences I ′ and O′ respectively where |I ′∪O′| < |I ∪O|.
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On the one hand, if I and O share many edges then we ought to be happy with our current solution. On the
other hand, if I and O do not overlap we would like to argue that there is a reason why they cannot be made
to overlap or else a way to make them overlap more.

An elementary calculation which formalizes this intuition conveniently shows that if we would like to argue
that I ∪O is a 3/2 approximation then it suffices to argue that OPT ≥ |I∆O| where ∆ gives the symmetric
difference. In particular, we have the following.

• If |I ∩O| ≥ 1
2n then |I ∪O| = 3

2n ≤
3
2 OPT since OPT ≥ n.

• If |I ∩ O| < 1
2n then applying the fact that OPT ≥ |I∆O| and our assumption that |I ∩ O| < 1

2n
shows that

|I ∪O| = |I ∩O|+ |I∆O|
≤ .5n+ OPT

≤ 3

2
OPT

Thus, our general approach is to either argue that we can find a lower bound which witnesses OPT ≥ |I∆O|
or that |I ∩O| can be increased. This approach extends naturally to the k-MSCSS problem where we instead
maintain k in- and out-arborescences and try to increase the overlap of our in- and out-arborescences or else
argue that there is a lower bound witnessing the cost of our solution.

2.2.2 Preliminary Results

Using the above strategy we are able to give a 3/2 approximation for certain special instances of MSCSS
which is much simpler than that of Vetta [55].

In particular, since every vertex has out-degree 1 in I and in-degree 1 in O, it follows that the graph induced
by I ∩ O is a collection vertex-disjoint paths. If these paths obey certain structure then we can give a
fairly simple 3/2 approximation. Roughly, the structure we require is that the graph induced by I ∪O after
contracting I ∩O is an “anti-parallel tree”; that is, it is an acyclic digraph where if a = (u, v) is an arc in this
graph then so is the reversal of a, namely ā = (v, u).

2.2.3 Proposed Work

For MSCSS we have 4 directions we would like to explore further.

1. First, our hope is that we will be able to generalize the above 3/2 for the aforementioned special case
to the fully general case, thereby greatly simplifying the result of Vetta [55].

2. Assuming we are successful in the previous goal an exciting, but perhaps optimistic goal, would be to
try to extend these results to a 4/3 approximation for MSCSS. In particular, a calculation analogous to
the above also shows that to give a 4/3 approximation it suffices to argue that either we can increase
|I ∩O| or OPT ≥ |I∆O|+ 1

2 |I ∩O|; thus, if we could strengthen our lower bounds in this way then
we could give an integrality-gap tight approximation for MSCSS.

3. Next, we would like to explore how well the above strategy generalizes to the k-MSCSS problem.
In particular, as earlier mentioned the current best approximation algorithm for k-MSCSS achieves
an approximation of min

(
5
3 , 1 + 1

k

)
; notably for k = 1 this is worse than the 3/2 approximation of
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Vetta [55]. However, whereas it is not necessarily clear how to generalize the approach of Vetta [55]
for MSCSS to the k-MSCSS problem as described earlier our approach seems to naturally generalize.
Thus, it is our hope that for the k-MSCSS problem our approach could give something like a 1 + 1

2k
approximation.

4. Lastly, we would like to give some thought to an alternative approach to another simple 3/2 approxima-
tion for MSCSS. It is well-known that given a solution x to MSCSS LP it is possible to sample an in- or
out-arborescence which includes arc a with probability at most xa. Applying the fact that the support
of any basic feasible to MSCSS LP has size at most 3n (see, e.g. [28]) and some simple convexity
arguments shows that taking the union of an in and out arborescence sampled in this way achieves
a 5

3 approximation. However, it is not too hard to see by standard combinatorial-optimization-type
arguments that if there does not exist a vertex v such that x(δ+(v)) = x(δ−(v)) then, in fact, this
algorithm achieves a 3/2 approximation.2 Thus, one approach would be to argue that either (1) such a
vertex existed in which case we could do something like apply Mader’s directed splitting off theorem to
remove this vertex and induct or (2) no such vertex exists in which case we have a 3/2 approximation
and are done. Along these lines we have a new proof of the LP sparsity of 3n of the above LP which
seems to greatly simplify that of Gabow [28]. Also along this lines we were able to give a tight 1.5
approximation for weighted MSCSS on half-integral instances; see Hershkowitz et al. [39].

3 Part Two: Effects of Graphs and Metric Interactions On Sparsification

In this second part of this thesis we would like to explore how graph structure can both hurt and help compact
representations of notions of distance in a graph. We give an overview of results we have obtained in this
direction as well as directions for future work.

3.1 Concise Representations of Hop-Constrained Distances

As alluded to in the introduction a graph can be understood as inducing two metrics: the hop metric and
the shortest path metric. Given weighted graph G = (V,E,w), the shortest path distance between vertices
u and v is defined as d(u, v) := min{w(P ) | path P in G between u, v} where w(P ) :=

∑
e∈P w(e). Just

as the shortest path distances are the natural notion of distance to consider in network design problems,
the hop-constrained distances—defined below—are the natural notion of distance to consider when doing
hop-constrained network design. Here, hop(P ) gives the number of edges in P .
Definition 3 (Hop-Constrained Distances). For a (complete) weighted graph G = (V,E,w) and a hop
constraint h ≥ 1 we define the h-hop distance between any two nodes u, v ∈ V as

d
(h)
G (u, v) := min{w(P ) | path P in G between u, v with hop(P ) ≤ h}.

3.1.1 Why Hop-Constrained Distances Seem Poorly Behaved

At a glance, the hop-constrained distances seem quite poorly behaved. It is easy to verify that d(h)G is
symmetric, i.e., d(h)(u, v) = d(h)(v, u), and satisfies the identity of indiscernibles, i.e., d(h)(u, v) = 0 ⇔
u = v and so one might be tempted to include that they induce a metric. However, it is simple to see that hop-
constrained distances are not necessarily metrics since they do not obey the triangle inequality. Indeed, the

2Here x(δ+(v)) :=
∑
a=(v,·) xa and x(δ−(v)) is defined symmetrically.
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existence of a short h-hop path from u to v and a short h-hop path from v to w does not imply the existence of
a short h-hop path between u and w. More formally it is possible that d(h)(u,w)� d(h)(u, v) + d(h)(v, w).

Of course with a factor 2 relaxation in the hop constraint the relaxed triangle inequality d(2h)(u,w) ≤
d(h)(u, v) + d(h)(v, w) holds for any graph G and any u, v, w ∈ V (G). This suggests—albeit incorrectly—
that one might be able to approximate hop-constrained distance by allowing constant slack in the hop
constraint and length approximation as in the following definition.
Definition 4. A distance function d̃ approximates the h-hop constrained distances d(h)G for a weighted graph
G = (V,E,w) where h ≥ 1 with distance stretch α ≥ 1 and hop stretch β ≥ 1 if for all u, v ∈ V we have

d
(βh)
G (u, v) ≤ d̃(u, v) ≤ α · d(h)G (u, v).

Unfortunately, as we observe even with such a relaxation hop-constrained distances can be arbitrarily far
from a metric.
Lemma 1. Given any graph G = (V,E,w) with aspect ratio L and a distance stretch α and hop stretch β
satisfying α(βh+ 1) ≥ L, we have that α · dG approximates d(h)G with distance stretch α and hop stretch β
where L is the aspect ratio of G.

The main goal of the remainder of this section is to explore to what extent d(h) admits some of the well-studied
and useful compact representations that the normal shortest path metric admits despite being arbitrarily far
from being metric. We will be particularly interested in how well d(h) can be approximated by a distribution
over trees; that is, to what extent d(h) admits probabilistic tree embeddings.

3.1.2 Metric Embeddings of Hop-Constrained Distances

As the expected distances induced by a distribution over trees induces a metric, Lemma 1 rules out the
possibility of probabilistic tree embeddings in the classic sense for hop-constrained distances. However, it
does not rule out the possibility that a distribution over trees might approximate hop-constrained distances on
most vertices; this observation motivates the following definition of a partial metric and its stretch.
Definition 5 (Partial Metric). Any metric d defined on a set Vd is called a partial metric on V if Vd ⊆ V .

Of course, a partial metric on the empty set trivially approximates d(h)G and we are ultimately interested in
estimating d(h) on all pairs of nodes. For this reason, we give the following notions of exclusion probability
and how a distribution over partial metrics can induce a distance function between all nodes.
Definition 6 (Distances of Partial Metric Distributions). Let D be a distribution of partial metrics of V
for weighted graph G = (V, e, w). We say D has exclusion probability ε if for all v ∈ V we have
Prd∼D[v ∈ Vd] ≥ 1− ε. If ε ≤ 1

3 then we say that D induces the distance function dD on V , defined as

dD(u, v) := E
d∼D

[d(u, v) · I[u, v ∈ Vd]].

Definition 7 (Stretch of Partial Metric Distribution). A distribution D of partial metrics on V with exclusion
probability at most 1

3 approximates d(h) on weighted graph G = (V,E,w) for hop constraint h ≥ 1 with
worst-case distance stretch αWC ≥ 1 and hop stretch β ≥ 1 if each d in the support of D approximates
d
(h)
G on Vd with distance stretch αWC and hop stretch β, i.e. for each d in the support of D and all u, v ∈ Vd

we have
d
(βh)
G (u, v) ≤ d(u, v) ≤ α · d(h)G (u, v).

Furthermore, D has expected distance stretch αE if for all u, v ∈ V we have

dD(u, v) ≤ αE · d(h)G (u, v).
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As we prove it is indeed possible to embed most of V into a distribution over trees with poly-logarithmic
distance and hop stretch if each of these trees is only on most of the vertices of V .
Theorem 6. For any (complete) weighted graph G, any hop-constraint h ≥ 1, and any 0 < ε < 1

3 there is a
distribution D over well-separated tree metrics each of which is a partial metric on V (G) such that D has
exclusion probability at most ε and approximates d(h)G with expected distance stretch αE = O(log n · log logn

ε ),

worst-case distance stretch αWC = O( log
2 n
ε ) and hop stretch β = O( log

2 n
ε ).

3.1.3 Preliminary Results

In addition to studying how well hop-constrained distances can be approximated by distributions over trees,
we also have some additional preliminary results on how well hop-constrained distances can be compactly
represented by other classic metric structures.

1. First, we have observed that the greedy spanner when applied to hop-constrained distances provides an
essentially optimal spanner for hop-constrained distances.

2. Second, we have a construction analogous to that of a shortest path tree for hop-constrained distances.
In particular, given root r we have shown that there exists a tree subgraph whose metric distances
approximate all hop-constrained distances to r with an O(log n) loss in the hop stretch and an O(1)
loss in the distance stretch. Matching this we have a lower bound construction which shows that any
such subgraph with a constant distance stretch incurs an Ω(log n) in the hop stretch.

Lastly, we also have a lower bound construction which shows that if one wants a constant exclusion probability
in a partial tree embedding of hop-constrained distances as above then one must incur an Ω(log n) in both the
hop and distance stretches of one’s embedding.

3.1.4 Future Directions

There are at least three directions that we would like to explore regarding concise representations of hop-
constrained distances.

1. First, the main open direction in this space is to tighten our upper and lower bounds and to more
tightly characterize what trade-offs are possible and necessary between distance stretch, hop stretch
and exclusion probability.

2. Second, as has been studied for the shortest path metric [1], it would be interesting to understand how
well we can embed hop-constrained distances into trees which are subtrees of the input graph. There
are some trivial senses in which this is impossible and so a non-trivial result in this space would rely
crucially on finding the right notion of such an embedding.

3. Lastly, it would be interesting to explore what other sort of concise approximations hop-constrained
distances admit such as, for example, an analogue of light approximate shortest path trees (LASTs)
[44] for hop-constrained distances.

3.2 Hop-Constrained Network Design

We next explore new algorithms for the hop-constrained versions of many classic network design problems.
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As detailed in Table 1, we give the first (poly-log, poly-log) bicriteria algorithms for hop-constrained network
design problems that relax both the cost and hop constraint of the solution. As noted in the introduction,
bicriterianess is necessary for any poly-log approximation for Steiner forest and its generalizations. Fur-
thermore, while the results in Table 1 are stated in utmost generality, many special cases of our results
were to our knowledge not previously known. For example, our algorithm for hop-constrained oblivious
Steiner forest immediately gives new algorithms for hop-constrained Steiner forest, hop-constrained online
Steiner tree and hop-constrained online Steiner forest, as well as min-cost h-spanner. Similarly, our algorithm
for oblivious network design immediately gives new algorithms for the hop-constrained version of the
well-studied buy-at-bulk network design problem [6].

All of our algorithms for these problems—with the exception of the min-cost hop-constrained arborescence
problem—use the above mentioned tree embedding template with our h-hop partial tree embeddings. In
particular, we apply the embedding result from the previous section, solve the resulting non-hop constrained
problem and then project the resulting solution back into the original graph. As we discuss in the next
section—and unlike in the non-hop-constrained case—arguing that this strategy works with our embeddings
requires a non-trivial amount of work.

Hop-Constrained Problem Cost Apx. Hop Apx.

Offline Problems

Arborescence O(log n) O(log n)

Relaxed k-Steiner Tree O(log2 n) O(log3 n)

k-Steiner Tree O(log3 n) O(log3 n)

Group Steiner Tree O(log5 n) O(log3 n)

Group Steiner Forest O(log7 n) O(log3 n)

Online Problems

Group Steiner Tree O(log6 n) O(log3 n)

Group Steiner Forest O(log8 n) O(log3 n)

Oblivious Problems

Steiner Forest O(log3 n) O(log3 n)

Network Design O(log4 n) O(log3 n)

Table 1: Our bicriteria approximation results. All results are for poly-time algorithms that succeed with high
probability (at least 1 − 1

poly(n) ). For some of the problems we assume certain parameters are poly(n) to
simplify presentation. All results are new except for the k-Steiner tree result which is implied by [43].

3.2.1 Realizing The Tree Embedding Template for Hop-Constrained Network Design

While turning classic probabilistic tree embeddings (such as that of FRT) into something which can be
used for network design problems is more or less trivial, doing so for our above embedding is much more
technically fraught. The following series of definitions formalizes the notion of an embedding we would
like when using the usual tree embedding template; these are somewhat analogous to those of the previous
sections with some minor differences regarding how to map from the the tree to the graph. Throughout this
section we will use wG : E → R≥0 to refer to the weight function of weighted graph G = (V,E,wG).
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Definition 8 (Partial Tree Embedding). A partial tree embedding on weighted graphG = (V (G), E(G), wG)
consists of a rooted and weighted tree T = (V (T ), E(T ), wT ) with V (T ) ⊆ V (G) and a path TGe ⊆ G for
every e ∈ E(T ) between e’s endpoints satisfying wG(TGe ) ≤ wT (e).
Definition 9 (h-Hop Partial Tree Embedding). A partial tree embedding (T, {TGe }e∈E(T )) is an h-hop partial
tree embedding with distance stretch α ≥ 1 and hop stretch β ≥ 1 for graph G = (V (G), E(G), wG) if

1. d(βh)G ≤ dT (u, v) ≤ α · d(h)(u, v) for all u, v ∈ V (T ) ⊆ V (G);

2. hop(TGuv) ≤ βh for all u, v ∈ V (T ) ⊆ V (G).
Definition 10 (Distances of Partial Tree Embedding Distributions). Let D be a distribution of partial tree
embeddings on weighted graph G = (V,E,w). We say D has exclusion probability ε if for all v ∈ V we
have Pr(T,·)∼D[v ∈ V (T )] ≥ 1 − ε. If ε ≤ 1

3 then we say that D induces the distance function dD on V ,
defined as

dD(u, v) := E
(T,·)∼D

[dT (u, v) · I[u, v ∈ V (T )]].

Definition 11 (Stretch of Partial Tree Embedding Distribution). A distribution D of h-hop partial tree
embeddings on V with exclusion probability at most 1

3 approximates d(h) on weighted graph G = (V,E,w)
for hop constraint h ≥ 1 with worst-case distance stretch αWC ≥ 1 and hop stretch β ≥ 1 if each (T, ·) in
the support of D approximates d(h)G on V (T ) with distance stretch αWC and hop stretch β, i.e. for each (T, ·)
in the support of D and all u, v ∈ V (T ) we have

d
(βh)
G (u, v) ≤ dT (u, v) ≤ α · d(h)G (u, v).

Furthermore, D has expected distance stretch αE if for all u, v ∈ V we have

dD(u, v) ≤ αE · d(h)G (u, v).

The following summarizes our construction of partial tree embeddings for hop-constrained distances where
we pick up an extra log n on the hop stretch as a result of the log n depth of the trees into which we embed.
Theorem 7. Given weighted graphG = (V,E,w), 0 < ε < 1

3 and root r ∈ V , there is a poly-time algorithm
which samples from a distribution over h-hop partial tree embeddings whose trees are well-separated and
rooted at r with exclusion probability ε, expected distance stretch αE = O(log n · log logn

ε ), worst-case

distance stretch αWC = O( log
2 n
ε ) and hop stretch β = O( log

3 n
ε ).

When using FRT for network design one must argue that it is possible to project a subgraph of G to the
tree embedding in a way that preserves the connectivity between vertices and approximately preserves the
weight of the subgraph in order to argue that there exists a cheap solution for the induced problem on the
tree embedding. However, the fact that our embeddings are partial and deal with hop-constrained distances
makes it unclear how to project from a subgraph of the input graph to a subgraph of the tree into which
we embed in a way that preserves both connectivity and cost. Nonetheless we show that, up to some small
constants, such a projection is possible and so the above embedding result can be turned into a general tool
for hop-constrained network design. The following definition formalizes what projection we use.
Definition 12 (T (H,h)). Let (T, ·) be a partial tree embedding. Then T (H,h) :=

⋃
Tuv where the

⋃
is

taken over u, v such that u, v ∈ V (T ) and hopH(u, v) ≤ h.

The following theorem shows that, up to some small constants, our projection is indeed cost and hop stretch
preserving.
Theorem 8. Fix h ≥ 1, let H be a subgraph of weighted graph G = (V,E,wG) and let (T, ·) be an 8h-hop
partial tree embedding of G with worst-case distance stretch α. Then wT (T (H,h)) ≤ 4α · wG(H).
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3.2.2 Proposed Work and Preliminary Results

There are two directions we would like to explore regarding new algorithms for hop-constrained network
design problems.

1. First, it would be exciting to achieve a bicriteria approximation algorithm for a hop-constrained network
design problem which achieves a constant approximation in one parameter. Here, the most promising
direction seems to be that of hop-constrained MST and, in particular, achieving a constant in the cost
approximation for MST and a poly-log in the hop approximation. Along these lines we have reduced
such a result to finding a path of low depth for each vertex which intersects each of the components of
the “forest representation” of the MST at most a constant number of times. On the other hand, we have
a polynomial integrality gap instance for the natural LP which holds even for bicriteria algorithms;
along these lines we have given some thought to the use of LP hierarchies for this problem in the hopes
of finding stronger lower bounds and would like to further explore this direction.

2. Second, it would be exciting to understand what sort of bicriteria approximation algorithms are
possible for the hop-constrained versions of cut problems. Some previous work [49] gave a simple
h-approximation for h-hop constrained min cut which matches an integrality gap lower bound but it is
possible that poly log n bicriteria approximation algorithms may be possible. While tree embeddings
have proven useful for cut problems—see e.g. work on requirement cuts [50]—the partialness of our
embeddings seems to rule out their usage in cut problems and so, it seems, a new approach would be
required.

3.3 Improved Embeddings for Structured Graph Families: Steiner Point Removal

We next explore how the structure of a graph can make compact representations of salient features of the
graph easier; specifically, we study the Steiner point removal problem.

Compact representations of graphs are particularly interesting when we assume that G, while prohibitively
large and so in need of compact representations, is a member of a minor-closed graph family such as tree,
cactus, series-parallel or planar graphs.3 As many algorithmic problems are significantly easier on such
families—see e.g. [5, 35, 56]—it is desirable that G′ is not only a simple approximation of G’s metric but
that it also belongs to the same family as G.

Steiner point removal (SPR) formalizes the problem of producing a simple G′ in the same graph family as G
that preserves G’s metric. In SPR we are given a weighted graph G = (V,E,w) and a terminal set V ′ ⊆ V .
We must return a weighted graph G′ = (V ′, E′, w′) where:

1. G′ is a minor of G;

2. dG(u, v) ≤ dG′(u, v) ≤ α · dG(u, v) for every u, v ∈ V ′;

and our aim is to minimize the multiplicative distortion α where we refer to a G′ with distortion α as an
α-SPR solution. In the above dG and dG′ give the distances in G and G′ respectively.

3A graph G′ is a minor of a graph G if G′ can be attained (up to isomorphism) from G by edge contractions as well as vertex and
edge deletions. A graph is F -minor-free if it does not have F as a minor. A family of graphs G is said to be minor-closed if for any
G ∈ G if G′ is a minor of G then G′ ∈ G. A seminal work of Robertson and Seymour [53] demonstrated that every minor-closed
family of graphs is fully characterized by a finite collection of “forbidden” minors. In particular, if G is a minor-closed family then
there exists a finite collection of graphs M where G ∈ G iff G does not have any graph in M as a minor. Here and throughout this
work we will use “minor-closed” to refer to all non-trivial minor-closed families of graphs; in particular, we exclude the family of all
graphs which is minor-closed but trivially so.
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Trees

Cactus

Outerplanar

Series-Parallel
α = O(1) [This work]

α = O(1) [Basu and Gupta]

α = O(1) [Filtser]

α ≤ 8 [Gupta]
α ≥ 8 [Chan et al.]

+

Figure 1: A summary of the SPR distortion for Kh-minor-free graphs achieved in prior work and our own.
Graph classes illustrated according to containment. We also give the forbidden minors for each graph family.

If we only required that G′ satisfy the second condition then we could always achieve α = 1 by letting G′ be
the complete graph on V ′ where w′({u, v}) = dG(u, v) for every u, v ∈ V ′. However, such a G′ forfeits any
nice structure that G may have exhibited. Thus, the first condition ensures that if G belongs to a minor-closed
family then so does G′. The second condition ensures that G′’s metric is a good proxy for G’s metric. G′ is
simpler than G since it is a graph only on V ′ while G′ is a proxy for G’s metric by approximately preserving
distances on V ′.

As Gupta [33] observed, even for the simple case of trees we must have α > 1. For example, consider the
star graph with unit weight edges where V ′ consists of the leaves of the star. Any tree G′ = (V ′, E′, w′) has
at least two vertices u and v whose connecting path consists of at least two edges. On the other hand, the
length of any edge in G′ is at least 2 and so dG′(u, v) ≥ 4. Since dG(u, v) = 2 it follows that α ≥ 2. While
this simple example rules out the possibility of 1-SPR solutions on trees, it leaves open the possibility of
small distortion solutions for minor-closed families.

In this vein several works have posed the existence of O(1)-SPR solutions for minor-closed families as an
open question: see, for example, [10, 14, 18, 26, 47] among other works. A line of work (summarized in
Figure 1) has been steadily making progress on this question for the past two decades. Gupta [33] showed
that trees (i.e. K3-minor-free graphs) admit 8-SPR solutions.4 Filtser et al. [27] recently gave a simpler proof
of this result. Chan et al. [14] proved this was tight by showing that α ≥ 8 for trees which remains the best
known lower bound for Kh-minor-free graphs. In an exciting recent work, Filtser [26] reduced O(1)-SPR in
Kh-minor-free graphs to computing “O(1) scattering partitions” and showed how to compute these partitions
for several graph classes, including cactus graphs (i.e. all F -minor-free graphs where F is K4 missing one
edge). Lastly, a work of Basu and Gupta [10] generalizes these results by showing that outerplanar graphs
(i.e. graphs which are both K4 and K2,3-minor-free) have α = O(1) solutions.

3.3.1 O(1) Steiner Point Removal in Series-Parallel Graphs

We advance the state-of-the-art for Steiner point removal in minor-closed graph families. We show that
series-parallel graphs (i.e. graphs which are K4-minor-free) have O(1)-SPR solutions. Series-parallel graphs

4Strictly speaking trees are not the class of all K3-minor-free graphs nor are they really minor-closed since they are not closed
under vertex and edge deletion. Really, the class of K3-minor-free graphs are all forests. The stated results regarding trees also hold
for forests but the literature seems to generally gloss over this detail and so we do so here and throughout the paper.
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are a strict superset of all of the aforementioned graph classes for which O(1)-SPR solutions were previously
known; again, see Figure 1. The following theorem summarizes our main result in this area.
Theorem 9. Every series-parallel graph G = (V,E,w) with terminal set V ′ ⊆ V has a weighted minor
G′ = (V ′, E′, w′) such that for any u, v ∈ V ′ we have

dG(u, v) ≤ dG′(u, v) ≤ O(1) · dG(u, v).

Moreover, G′ is poly-time computable by a deterministic algorithm.

Our result will be based on a new graph partition introduced by Filtser [26], the scattering partition. Roughly
speaking, a scattering partition of a graph is a low-diameter partition which respects the shortest path structure
of the graph.5

Definition 13 (Scattering Partition). Given weighted graph G = (V,E,w), a partition P = {Vi}i of V is a
(τ , ∆) scattering partition if:

1. Connected: Each Vi ∈ P is connected;

2. Low Weak Diameter: For each Vi ∈ P and u, v ∈ Vi we have dG(u, v) ≤ ∆;

3. Scattering: Every shortest path P in G of length at most ∆ satisfies |{Vi : Vi ∩ P 6= ∅}| ≤ τ .

Filtser [26] extended these partitions to the notion of a scatterable graph.
Definition 14 (Scatterable Graph). A weighted graph G = (V,E,w) is τ -scatterable if it has a (τ,∆)-
scattering partition for every ∆ ≥ 0.

We will say that G is deterministic poly-time τ -scatterable if for every ∆ ≥ 0 a (τ,∆)-scattering partition is
computable in deterministic poly-time.

Lastly, the main result of Filtser [26] is that solving SPR reduces to showing that every induced subgraph is
scatterable. In the following G[A] is the subgraph of G induced by the vertex set A.
Theorem 10 (Filtser [26]). A weighted graph G = (V,E,w) with terminal set V ′ ⊆ V has an O(τ3)-SPR
solution ifG[A] is τ -scatterable for everyA ⊆ V . Furthermore, ifG[A] is deterministic poly-time scatterable
for every A ⊆ V then the O(τ3)-SPR solution is computable in deterministic poly-time.

Thus, given a series-parallel graph G and some ∆ ≥ 1, our goal is to compute an (O(1),∆)-scattering
partition for G. Such a partition has two non-trivial properties to satisfy: (1) each constituent part must have
weak diameter at most ∆ and (2) each shortest path of length at most ∆ must be in at most O(1) parts (a
property we will call “scattering”).

A well-known technique of Klein et al. [45]—henceforth “KPR”—has proven useful in finding so-called low
diameter decompositions for Kh-minor-free graphs and so one might reasonably expect these techniques
to prove useful for finding scattering partitions. Specifically, KPR shows that computing low diameter
decompositions in a Kh-minor-free graph can be accomplished by O(h) levels of recursive “∆-chops”. Fix a
root r and a BFS tree TBFS rooted at r. Then, a ∆-chop consists of the deletion of every edge with one vertex
at depth i ·∆ and another vertex at depth i ·∆ + 1 for every i ∈ Z≥1; that is, it consists of cutting edges
between each pair of adjacent ∆-width annuli. KPR proved that if one performs a ∆-chop and then recurses
on each of the resulting connected component then after O(h) levels of recursive depth in a Kh-minor free
graph the resulting components all have diameter at most O(∆). We illustrate KPR on the grid graph in
Figure 3.

5We drop one of the parameters of the definition of Filtser [26] as it will not be necessary for our purposes.
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(a) First ∆-chop. (b) Second ∆-chop. (c) Resulting connected components.

Figure 2: Two levels of ∆-chops on the grid graph for ∆ = 3. We give the edges of the BFS trees we use in
pink; roots of these trees are given as squares. Background colors give the annuli of nodes.

(a) A ∆-chop
(b) Components not scatter-
ing. (c) A perturbed ∆-chop. (d) Components scattering.

Figure 3: An example where a ∆-chop does not produce a scattering partition but how perturbing said chop
does. Here, we imagine that the root is at the top of the graph and each edge incident to the root has length
∆ − 3. We highlight the path P that either ends up in many or one connected component depending on
whether we perturb our ∆-chop in yellow.

Thus, we could simply apply ∆-chops O(h) times to satisfy our diameter constraints (up to constants) and
hope that the resulting partition is also scattering. Unfortunately, it is quite easy to see that (even after just
one ∆-chop!) a path of length at most ∆ can end up in arbitrarily many parts of the resulting partition. For
example, the highlighted shortest path in Figures 3a and 3b repeatedly moves back and forth between two
annuli and ends up in arbitrarily many parts after a single ∆-chop. Nonetheless, this example is suggestive of
the basic approach of our work. In particular, if we merely perturbed our first ∆-chop to cut “around” said
path as in Figures 3c and 3d then we could ensure that this path ends up in a small number of partitions.

More generally, the approach we take in this work is to start with the KPR chops but then slightly perturb
these chops so that they do not cut any shortest path of length at most ∆ more than O(1) times. That is, all
but O(1) edges of any such path will have both vertices in the same (perturbed) annuli. We then repeat this
recursively on each of the resulting connected components to a constant recursion depth. Since each subpath
of a shortest path of length at most ∆ is itself a shortest path with length at most ∆, we know that each such
shortest path is broken into a constantly-many-more shortest paths at each level of recursion. Moreover, since
we recurse a constant number of times, each path ends up in a constant number of components.

Implementing this strategy requires meeting two challenges. First, it is not clear that the components resulting
from KPR still have low diameter if we allow ourselves to perturb our chops. Second, it is not clear how
to perturb a chop so that it works simultaneously for every shortest path. Solving the first challenge will be
somewhat straightforward while solving the second will be significantly more involved. In particular, what
makes the second challenge difficult is that we cannot, in general, perturb a chop on the basis of one violated
shortest path as in the previous example; doing so might cause other paths to be cut too many times which
will then require additional, possibly conflicting, perturbations and so on. Rather, the approach we take is to
perturb our chops in a way that takes every shortest path into account all at once.

Scattering Chops. The easier issue to solve will be how to ensure that our components have low diameter
even if we perturb our chops. Here, by closely tracking various constants through a known analysis of KPR
we show that the components resulting from KPR with (boundedly) perturbed cuts are still low diameter.
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We summarize this fact and the above discussion with the idea of a scattering chop. A (τ,∆)-scattering
chop consists of cutting all edges at about every ∆ levels in the BFS tree in such a way that no shortest
path of length at most ∆ is cut more than τ times. Our analysis shows that if all Kh-minor-free graphs
admit (O(1),∆)-scattering chops for every ∆ then they are also O(1)-scatterable and therefore also admit
O(1)-SPR solutions; this holds even for h > 4.

Hammock Decompositions and How to Use Them. The more challenging issue we must overcome is how
to perturb our chops so that every shortest path of length at most ∆ is only cut O(1) times. Moreover, we
must do so in a way that does not perturb our boundaries by too much so as to meet the requirements of
a scattering chop. We solve this issue with our new metric decomposition for series-parallel graphs, the
hammock decomposition.

Consider a shortest path P of length at most ∆. Such a path can be partitioned into a (possibly empty) prefix
consisting of only edges in TBFS, a middle portion whose first and last edges are cross edges of TBFS and a
(possibly empty) suffix which also only has edges in TBFS. Thus, if we want to compute a scattering chop, it
suffices to guarantee than any shortest path of length at most ∆ which is either fully contained in TBFS or
which is between two cross edges of TBFS is only cut O(1) times by our chop; call the former a BFS path and
the latter a cross edge path.

Next, notice that all BFS paths are only cut O(1) times by our initial KPR chops. Specifically, each BFS
path can be partitioned into a subpath which goes “up” in the BFS tree and a subpath which goes “down” in
the BFS tree. As our initial KPR chops are ∆ apart and each such subpath is of length at most ∆, each such
subpath is cut at most O(1) times. Thus provided our perturbations do not interfere too much with the initial
structure of our KPR chops we should expect that our BFS paths will only be cut O(1) times.

Thus, our goal will be to perturb our KPR chops to not cut any cross edge path more than O(1) times while
mostly preserving the initial structure of our KPR chops. Our hammock decompositions will allow us to do
exactly this. They will have two key components.

The first part is a “forest of hammocks.” Suppose for a moment that our input graph had a forest subgraph F
that contained all cross edge paths of our graph which were also shortest paths. Then, it is not too hard to
see how to use F to perturb our chops to be scattering for all cross edge paths. Specifically, for each tree
T in our forest F we fix an arbitrary root and then process edges in a BFS order. Edges which we process
will be marked or unmarked where initially all edges are unmarked. To process an edge e = {u, v} we do
the following. If e is marked or u and v both belong to the same annuli then we do nothing. Otherwise, e
is unmarked and u is in some annuli A but v is in some other annuli A′ (before any perturbation). We then
propagate A an additional Θ(∆) deeper into T ; that is if we imagine that v is the child of u in F then we
move all descendants of u in F within Θ(∆) of u into A. We then mark all edges in T whose endpoints
are descendants of u and within Θ(∆) of u. A simple amortized analysis shows that after performing these
perturbations every cross edge path is cut O(1) times.

Unfortunately, it is relatively easy to see that such an F may not exist in a series-parallel graph. The forest
of hammocks component of our decompositions is a subgraph which will be “close enough” to such an
F , thereby allowing us to perturb our chops similarly to the above strategy. A hammock graph consists of
two subtrees of a BFS tree and the cross edges between them. A forest of hammocks is a graph partitioned
into hammocks where every cycle is fully contained in one of the constituent hammocks. While the above
perturbation will guarantee that our cross edge paths are not cut too often, it is not clear that such a perturbation
does not change the structure of our initial chops in a way that causes our BFS paths to be cut too many times.

The second part of our hammock decompositions is what we use to guarantee that our BFS paths are not
cut too many times by preserving the structure of our initial KPR chops. Specifically, the forest structure of
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our hammocks will reflect the structure of TBFS. In particular, we can naturally associate each hammock Hi

with a single vertex, namely the lca of any u and v where u is in one tree of Hi and v is in the other. Then,
our forest of hammocks will satisfy the property that if hammock Hi is a “parent” of hammock Hj in our
forest of hammocks then the lca corresponding to Hi is an ancestor of the lca corresponding to Hj in TBFS;
even stronger, the lca of Hj will be contained in Hi. Roughly, the fact that our forest of hammocks mimics
the structure of TBFS in this way will allow us to argue that the above perturbation does not alter the initial
structure of our KPR chops too much, thereby ensuring that BFS paths are not cut too many times.

The computation of our hammock decompositions constitutes the bulk of our technical work but is somewhat
involved. The basic idea is as follows. We will partition all cross edges into equivalence classes where each
cross edge in an equivalence class share an lca in TBFS (though there may be multiple, distinct equivalence
classes with the same lca). Each such equivalence class will eventually correspond to one hammock in our
forest of hammocks. To compute our forest of hammocks we first connect up all cross edges in the same
equivalence class. Next we connect our equivalence classes to one another by cross edge paths which run
between them. We then extend our hammocks along paths towards their lcas to ensure the above-mentioned
lca properties. Finally, we add so far unassigned subtrees of TBFS to our hammocks. We will argue that when
this process fails it shows the existence of a K4-minor and, in particular, a clawed cycle.

3.3.2 Preliminary Results and Proposed Work

The next open question in this line of work to tackle and the question to which we would like to give more
thought is whether planar graphs admit O(1) Steiner point removal solutions.

To this end we have shown a theorem analogous to Theorem 10 but where we do not require a scattering
partition but only an approximate scattering partition. An approximate scattering partitions is defined as a
scattering partition but where instead of the scattering condition we require that for every pair of vertices u
and v and every shortest path P between u and v there is some path of length O(1) · w(P ) between u and v
which satisfies |{Vi : Vi ∩ P 6= ∅}| ≤ τ . Our hope is that we will be able to show that every planar graph
admits such an approximate scattering partition with τ = O(1) which by this theorem would be sufficient to
show the existence of O(1) Steiner point removal solutions for planar graphs.

As a first step towards this goal we plan to give some thought to a special case of planar graphs which we call
spider grid graphs. A spider grid graph is a planar graph which consists of edge-disjoint paths P1, P2, . . .
which pairwise have some root vertex in common r. Any edge e = (u, v) not in one of these paths is such
that if u ∈ Pi then v ∈ Pi+1. Considering the series-parallel analogue of these graphs is what led us to our
O(1) SPR solutions for series-parallel graphs and so we hope to accomplish something similar with planar
graphs.

Another interesting open question to explore would be that of O(1) Steiner point removal solutions in
bounded treewidth graphs. In particular, prior work of Filtser [26] showed that trees (i.e. treewidth 1 graphs)
are O(1) scatterable. A graph has treewidth 2 iff it is series-parallel and so our work shows that treewidth 2
graphs have O(1) SPR solutions. Thus, another natural next question to consider would be whether bounded
treewidth graphs admit O(1) SPR solutions.
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